**Async and await in c# example**

With asynchronous programming, you can divide your logic into awaitable tasks, where you can perform some long running operations such as reading large file, doing an API call, downloading a resource from web or performing a complex calculation without having to block the execution of your application on UI or service.

.Net framework gives you simple and easy to use keywords which are the async and await modifiers to transform your code from synchronous to asynchronous.

The main benefits of asynchronous programming using async / await include the following:

* Increase the performance and **responsiveness** of your application, particularly when you have long-running operations that do not require to block the execution. In this case, you can perform other work while waiting for the result from the long running task.
* **Organize your code** in a neat and readable way significantly better than boilerplate code of the traditional thread creation and handling. with async / await , you write less code and your code will be more maintainable than using the previous asynchronous programming methods such as using plain tasks.

**Why write Asynchronous ?**

Usually, you want to write asynchronous code for 2 different types of purposes or needs:

* **I/O bound code.** This is when you want to do an input/output operation, particularly, downloading big resource from network, reading a huge file or accessing a database resouce. In this case, you use the await keyword on an async method that returns a Task or Task<T>.
* **CPU bound code.** This is when you want to do a heavy in-app calculation, such as calculating and displaying the remaining distance to reach the finish line of a car racing game. Image what will happen if the was done synchronously and the UI was blocked while calculating the remaining distance when the car is moving?! Therefore, In the CPU bound case, you use the await keyword on an async method that will be running on a background thread using the method Task.Run()

In both scenarios, your application's UI or service's responsiveness or running state should not be blocked or affected.

**Structure of Async and Await**

Turning a normal method to become asynchronous and make it use the async / await keywords, should be achieved by the following changes:

* Method definition should include the keyword async, this keyword by itself doesn't do anything except enabling you to use the keyword await within the method.
* Method return type should change to return either void or Task or Task<T> , where T is the return data type, so in this example it will become

public async Task<String> GetUserNameAsync(){ }

* According to the naming convention, an asynchronous method name should end with the word 'Async' , so if you have a method with name GetUserName, it should become GetUserNameAsync

When you add the keyword async to the method definition, it will enable you to use the await keyword within this method, which means you can await the method in the way you need. and if you do not include the keyword await, then the method will be treated as a normal or synchronous method.

An important note here is that even though returning void in an async method is allowed, it should not be used in most cases, as the other 2 return types Task and Task<T> represent void and T subsequently, after the awaitable method completes and returns result. So the use of void as return type should be only limited for **event handlers**.

using System;

using System.Net.Http;

using System.Threading.Tasks;

namespace AsyncApp

{

class Program

{

private const string URL = "https://docs.microsoft.com/en-us/dotnet/csharp/csharp";

static void Main(string[] args)

{

DoSynchronousWork();

var someTask = DoSomethingAsync();

DoSynchronousWorkAfterAwait();

someTask.Wait(); //this is a blocking call, use it only on Main method

Console.ReadLine();

}

public static void DoSynchronousWork()

{

// You can do whatever work is needed here

Console.WriteLine("1. Doing some work synchronously");

}

static async Task DoSomethingAsync() //A Task return type will eventually yield a void

{

Console.WriteLine("2. Async task has started...");

await GetStringAsync(); // we are awaiting the Async Method GetStringAsync

}

static async Task GetStringAsync()

{

using (var httpClient = new HttpClient())

{

Console.WriteLine("3. Awaiting the result of GetStringAsync of Http Client...");

string result = await httpClient.GetStringAsync(URL); //execution pauses here while awaiting GetStringAsync to complete

//From this line and below, the execution will resume once the above awaitable is done

//using await keyword, it will do the magic of unwrapping the Task<string> into string (result variable)

Console.WriteLine("4. The awaited task has completed. Let's get the content length...");

Console.WriteLine($"5. The length of http Get for {URL}");

Console.WriteLine($"6. {result.Length} character");

}

}

static void DoSynchronousWorkAfterAwait()

{

//This is the work we can do while waiting for the awaited Async Task to complete

Console.WriteLine("7. While waiting for the async task to finish, we can do some unrelated work...");

for (var i = 0; i <= 5; i++)

{

for (var j = i; j <= 5; j++)

{

Console.Write("\*");

}

Console.WriteLine();

}

}

}

}

**Sample examples of async and await keyword in C#**

We are going to take a console Application for our demonstration.

**Example 1**

In this example, we are going to take two methods, which are not dependent on each other.

**Code sample**

1. **class** Program
2. {
3. **static** **void** Main(**string**[] args)
4. {
5. Method1();
6. Method2();
7. Console.ReadKey();
8. }
10. **public** **static** async Task Method1()
11. {
12. await Task.Run(() =>
13. {
14. **for** (**int** i = 0; i < 100; i++)
15. {
16. Console.WriteLine(" Method 1");
17. }
18. });
19. }

22. **public** **static** **void** Method2()
23. {
24. **for** (**int** i = 0; i < 25; i++)
25. {
26. Console.WriteLine(" Method 2");
27. }
28. }
29. }

In the code given above, Method1 and Method2 are not dependent on each other and we are calling from the Main method.

Here, we can clearly see Method1 and Method2 are not waiting for each other.
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Now, coming to the second example, suppose we have Method3, which is dependent on Method1

**Example 2**

In this example, Method1 is returning total length as an integer value and we are passing a parameter as a length in a Method3, which is coming from Method1.

Here, we have to use await keyword before passing a parameter in Method3 and for it, we have to use the async keyword from the calling method.

We can not use await keyword without async and we cannot use async keyword in the Main method for the console Application because it will give the error given below.  
  
![https://csharpcorner-mindcrackerinc.netdna-ssl.com/article/async-and-await-in-c-sharp/Images/image002.jpg](data:image/jpeg;base64,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)  
We are going to create a new method as callMethod and in this method, we are going to call our all Methods as Method1, Method2 and Method3 respectively.

**Code sample**

1. **class** Program
2. {
3. **static** **void** Main(**string**[] args)
4. {
5. callMethod();
6. Console.ReadKey();
7. }
9. **public** **static** async **void** callMethod()
10. {
11. Task<**int**> task = Method1();
12. Method2();
13. **int** count = await task;
14. Method3(count);
15. }
17. **public** **static** async Task<**int**> Method1()
18. {
19. **int** count = 0;
20. await Task.Run(() =>
21. {
22. **for** (**int** i = 0; i < 100; i++)
23. {
24. Console.WriteLine(" Method 1");
25. count += 1;
26. }
27. });
28. **return** count;
29. }
31. **public** **static** **void** Method2()
32. {
33. **for** (**int** i = 0; i < 25; i++)
34. {
35. Console.WriteLine(" Method 2");
36. }
37. }
39. **public** **static** **void** Method3(**int** count)
40. {
41. Console.WriteLine("Total count is " + count);
42. }
43. }

In the code given above, Method3 requires one parameter, which is the return type of Method1. Here, await keyword is playing a vital role for waiting of Method1 task completion.

**Output  
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**Real time example**

There are some supporting API's from the .NET Framework 4.5 and the Windows runtime contains methods that support async programming.

We can use all of these in the real time project with the help of async and await keyword for the faster execution of the task.

Some APIs that contain async methods are HttpClient, SyndicationClient, StorageFile, StreamWriter, StreamReader, XmlReader, MediaCapture, BitmapEncoder, BitmapDecoder etc.

In this example, we are going to read all the characters from a large text file asynchronously and get the total length of all the characters.

**Sample code**

1. **class** Program
2. {
3. **static** **void** Main()
4. {
5. Task task = **new** Task(CallMethod);
6. task.Start();
7. task.Wait();
8. Console.ReadLine();
9. }
11. **static** async **void** CallMethod()
12. {
13. **string** filePath = "E:\\sampleFile.txt";
14. Task<**int**> task = ReadFile(filePath);
16. Console.WriteLine(" Other Work 1");
17. Console.WriteLine(" Other Work 2");
18. Console.WriteLine(" Other Work 3");
20. **int** length = await task;
21. Console.WriteLine(" Total length: " + length);
23. Console.WriteLine(" After work 1");
24. Console.WriteLine(" After work 2");
25. }
27. **static** async Task<**int**> ReadFile(**string** file)
28. {
29. **int** length = 0;
31. Console.WriteLine(" File reading is stating");
32. **using** (StreamReader reader = **new** StreamReader(file))
33. {
34. // Reads all characters from the current position to the end of the stream asynchronously
35. // and returns them as one string.
36. **string** s = await reader.ReadToEndAsync();
38. length = s.Length;
39. }
40. Console.WriteLine(" File reading is completed");
41. **return** length;
42. }
43. }

In the code given above, we are calling a ReadFile method to read the contents of a text file and get the length of the total characters present in the text file.

In our sampleText.txt, file contains too many characters, so It will take a long time to read all the characters.

Here, we are using async programming to read all the contents from the file, so it will not wait to get a return value from this method and execute the other lines of code but it has to wait for the line of code given below because we are using await keyword and we are going to use the return value for the line of code given below..

1. **int** length = await task;
2. Console.WriteLine(" Total length: " + length);

Subsequently, other lines of code will be executed sequentially.

1. Console.WriteLine(" After work 1");
2. Console.WriteLine(" After work 2");

**Output  
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Here, we have to understand very important points that if we are not using await keyword, then the method works as a synchronous method. The compiler will show the warning to us but it will not show any error.

we will discuss **async**and **await**keywords and their purpose with an example.  
  
Let us create a simple Windows Forms Application that counts the number of characters in a given file. Let us assume the file is very big and it takes around 5 seconds to read and count the number of characters in the file. When the **"Process File Button"** is clicked, the application should display the message **"Processing File. Please wait"**.
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As soon as the application finishes processing the file it should display the the number of characters as shown below.   
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Another improtant requirement is that the application should remain responsive throughout the entire process, i.e when the application is busy processing the file the application should not hang and we should still be able to interact with the application. We should be able to click with in the other controls on the form, move the form around on the screen, resize it if required etc.  
  
Let us first create the Windows Forms Application without using async and await keywords and see how it behaves. Here are the steps.

1. In your D: drive, create a new folder. Name it **Data**. In the folder create a new Text Document. Name it **Data.txt**. Type some text in the file and save it. The application that we are going to create, counts the number of characters in this file.  
  
2. Create a New **"Windows Forms Application"**. Name it AsyncExample.  
  
3. Drag and Drop a **"Button"** on the Form and set the following properties  
   Name = btnProcessFIle  
   Font - Size = 10  
   Text = Process File  
  
4. Drag and Drop a **"Label"** on the Form and set the following properties  
   Name = lblCount  
   Font - Size = 10  
   Text = ""  
  
5. Double Click on the **"Button"** control to generate the "Click" event handler  
  
6. Copy and paste the following code in Form1.cs

using System;

using System.IO;

using System.Threading;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace AsyncExample

{

    public partial class Form1 : Form

    {

        public Form1()

        {

            InitializeComponent();

        }

        private int CountCharacters()

        {

            int count = 0;

            // Create a StreamReader and point it to the file to read

            using (StreamReader reader = new StreamReader("C:\\Data\\Data.txt"))

            {

                string content = reader.ReadToEnd();

                count = content.Length;

                // Make the program look busy for 5 seconds

                Thread.Sleep(5000);

            }

            return count;

        }

        private void btnProcessFIle\_Click(object sender, EventArgs e)

        {

            lblCount.Text = "Processing file. Please wait...";

            int count = CountCharacters();

            lblCount.Text = count.ToString() + " characters in file";

        }

    }

}

7. Run the application and click the **"Process File"** button. You will notice the following problems.

* The application does not display the status message i.e "Processing file. Please wait."
* While the application is busy processing the file, it becomes unresponsive. You cannot move the form window or resize it.

These problems can be very easily fixed by using the **async** and **await**keywords. Notice only the **btnProcessFIle\_Click**() event handler method needs to change.

// Make the method async by using the async keyword

private async void btnProcessFIle\_Click(object sender, EventArgs e)

{

    // Create a task to execute CountCharacters() function

    // CountCharacters() function returns int, so we created Task<int>

    Task<int> task = new Task<int>(CountCharacters);

    task.Start();

    lblCount.Text = "Processing file. Please wait...";

    // Wait until the long running task completes

    int count = await task;

    lblCount.Text = count.ToString() + " characters in file";

}

Now, when we click the **"Process File"** button, notice

* The application displays the status message (**"Processing file. Please wait"**) immediately.
* Even when the application is busy processing the file, it is responsive. You can move the form window around or resize it.

**So what is the use of async and await keywords in C#**  
async and await keywords are used to create asynchronous methods. The async keyword specifies that a method is an asynchronous method and the await keyword specifies a suspension point. The await operator signalls that the async method can't continue past that point until the awaited asynchronous process is complete. In the meantime, control returns to the caller of the async method.  
  
An async method typically contains one or more occurrences of an await operator, but the absence of await expressions doesn’t cause a compiler error.  
  
**You may have a few questions at this point.**  
1. Can't we achieve the same thing using a Thread.   
2. What is the difference between a Thread and a Task  
3. When to use a Task over Thread and vice-versa

### c# wait for thread to finish without blocking

we discussed creating a simple responsive windows forms application using Task, and async & await keywords. In this video we will discuss how to do the same using a Thread instead of Task.

To use a Thread instead of a Task we only need to change btnProcessFile\_Click() method as shown below. 

private void btnProcessFile\_Click(object sender, EventArgs e)

{

    int count = 0;

    Thread thread = new Thread(() => { count = CountCharacters(); });

    thread.Start();

    lblCount.Text = "Processing file. Please wait...";

    lblCount.Text = count.ToString() + " characters in file";

}

At this point the application does not work as expected. We have two problems with the above code.  
1. We do not see the message, "Processing file. Please wait." at all  
2. It displays "0 characters in file"  
  
**Why is this happening**  
The Main thread i.e the UI thread has created a worker thread which executes CountCharacters() function. The worker thread takes at least 5 seconds to complete. In the mean time the Main thread continues executing the following 2 lines of code.

lblCount.Text = "Processing file. Please wait...";

lblCount.Text = count.ToString() + " characters in file";

**But why didn't we see the message "Processing file. Please wait..."**  
This is because, the UI thread executes the above 2 lines of code so fast that the second message overwrites the first message and at that speed it is impossible for a human eye to spot the overwriting.  
  
**How to solve the above two problems**  
It is very simple. The Main thread has to wait for the worker thread to finish it's work before the UI thread can display the second message. We achieve this by using Join() method on the worker thread.

private void btnProcessFile\_Click(object sender, EventArgs e)

{

    int count = 0;

    Thread thread = new Thread(() => { count = CountCharacters(); });

    thread.Start();

    lblCount.Text = "Processing file. Please wait...";

    // Join() blocks the Main thread (UI Thread)

    thread.Join();

    lblCount.Text = count.ToString() + " characters in file";

}

At this point run the application and test it. We have fixed the above two problems but introduced a new problem. While the application is busy processing the file, the UI is blocked i.e we cannot move the form around or resize it.  
  
You may be thinking why can't we move the code that updates the label control Text property into the worker thread as shown below. This is dangerous because, the thread that has created the control must modify the control. In our case the Main thread (i.e UI Thread) is the thread that has created the label control so only the Main thread should set it's Text property and not the worker thread. If you run the application it may or may not work as expected. If it is working, it is only working by blind luck. 

private void btnProcessFile\_Click(object sender, EventArgs e)

{

    int count = 0;

    Thread thread = new Thread(() =>

    {

        count = CountCharacters();

        // This is dangerous

        lblCount.Text = count.ToString() + " characters in file";

    });

    thread.Start();

    lblCount.Text = "Processing file. Please wait...";

}

The right way to achieve this is by using BeginInvoke() method as shown below. BeginInvoke() method asks the UI thread to set the Text property of the label control in a type safe manner.

private void btnProcessFile\_Click(object sender, EventArgs e)

{

    int count = 0;

    Thread thread = new Thread(() =>

    {

        count = CountCharacters();

        Action action = () => lblCount.Text = count.ToString() + " characters in file";

        this.BeginInvoke(action);

    });

    thread.Start();

    lblCount.Text = "Processing file. Please wait...";

}

In the example above, notice that the Action delegate points to a piece of code. The Action delegate is then passed to the BeginInvoke() method which asks the UI thread to execute that piece of code asynchronously in a type safe manner. The above code can also be rewritten as shown below.

int characterCount = 0;

private void btnProcessFile\_Click(object sender, EventArgs e)

{

    Thread thread = new Thread(() =>

    {

        characterCount = CountCharacters();

        // Action delegate points to SetLabelTextProperty method

        // Signature of SetLabelTextProperty() method should match

        // with the signature of Action delegate

        Action action = new Action(SetLabelTextProperty);

        this.BeginInvoke(action);

    });

    thread.Start();

    lblCount.Text = "Processing file. Please wait...";

}

private void SetLabelTextProperty()

{

    lblCount.Text = characterCount.ToString() + " characters in file";

}

Asynchronous implementation is very easy with tasks, and async & await keywords. Though the above example is a very simple example, notice the code is already getting relatively complicated. Imagine if we have multiple threads, and we want to use the result of one thread from another thread and so on and so forth. It can get painful and complicated. In our previous video, we have seen how easy it is to achieve exactly the same thing using a Task.